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**Цель**

Получить практические навыки работы с электронной картотекой на языке программирования «C\C++».

1. **Задание**

Создать электронную картотеку, хранящуюся на диске, и программу, обеспечивающую взаимодействие с ней.

Программа должна выполнять следующие действия:

- занесение данных в электронную картотеку;

- внесение изменений (исключение, корректировка, добавление);

**-** поиск данных по признаку;

- сортировку;

- вывод результата на экран и сохранение на диске.

Выбор подлежащих выполнению команд должен быть реализован с помощью меню и подменю.

Задача должна быть структурирована и отдельные части должны быть оформлены как функции.

Исходные данные должны вводиться с клавиатуры. В процессе обработки картотека должна храниться в памяти компьютера в виде списка.

Программа должна иметь дружественный интерфейс и обеспечивать устойчивую работу при

случайном нажатии на клавишу.

В картотеке хранятся сведения о гитарах.

1. **Уточнение задания**

В программе должно быть использовано простейшее меню. Выполнение программы должно быть многократным по желанию пользователя. В программе должны быть функции добавления элементов в список, редактирование элементов списка, удаление элементов списка, формирование нового списка по выбранной выборке, сортировка, вывод на экран и в файл элементов списка. Все данные вводятся с клавиатуры.

Пункты меню:

0: Справка

1: Добавление карточек о гитарах

2: Редактирование карточек

3: Удаление карточек

4: Вывод картотеки

5: Поиск карточек по параметру

6: Сортировка картотеки по параметру

7: Выход

1. **Описание структур**

Для решения задач разработаны структуры:

typedef struct stWood

{

char\* Deck; //Дерево корпуса

char\* Neck; //Дерево грифа

} WOOD;

typedef struct stGuitars

{

char\* Name; //Название гитары

int Strings; //Кол-во струн

int Year; //Год производства

WOOD Wood; //Дерево

} GUITARS;

typedef struct stList

{

GUITARS Guitars; //Структура с информационными полями

struct stList \*next; //Следующий элемент

struct stList \*prev; //Предыдущий элемент

} sLIST;

typedef sLIST\* LIST; //Указатель на элемент списка

1. **Контрольные примеры**

Контрольные примеры представлены на рисунках 1-3*.*

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Исходные данные** | | | | | | **Результат** | | | | |
|
| **Марка** | **Год производства** | **Кол-во струн** | **Дерево** | | **Критерии поиска** | **Марка** | **Год производства** | **Кол-во струн** | **Дерево** | |
| **корпус** | **гриф** | **Year** | **корпус** | **гриф** |
| Gibson | 1964 | 6 | Ольха | Кедр | 1990 | Gibson | 1964 | 6 | Ольха | Кедр |
| Fender | 1983 | 6 | Сосна | Клён | Fender | 1983 | 6 | Сосна | Клён |
| Dean | 1991 | 7 | Липа | Клён |  | | | | |

Рис. 1. Контрольные примеры (поиск)

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Исходные данные** | | | | | | **Результат** | | | | |
|
| **Марка** | **Год производства** | **Кол-во струн** | **Дерево** | | **Критерии сортировки** | **Марка** | **Год производства** | **Кол-во струн** | **Дерево** | |
| **корпус** | **гриф** | **корпус** | **гриф** |
| Gibson | 1964 | 6 | Ольха | Кедр | По названию | Dean | 1991 | 7 | Липа | Клён |
| Fender | 1983 | 6 | Сосна | Клён | Fender | 1983 | 6 | Сосна | Клён |
| Dean | 1991 | 7 | Липа | Клён | Gibson | 1964 | 6 | Ольха | Кедр |

Рис. 2. Контрольные примеры (сортировка)

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Исходные данные** | | | | | | **Результат** | | | | |
|
| **Марка** | **Год производства** | **Кол-во струн** | **Дерево** | | **Критерии редакции** | **Марка** | **Год производства** | **Кол-во струн** | **Дерево** | |
| **корпус** | **гриф** | **Дерево грифа** | **корпус** | **гриф** |
| Gibson | 1964 | 6 | Ольха | Кедр | Липа | Gibson | 1964 | 6 | Ольха | Липа |
| Fender | 1983 | 6 | Сосна | Клён |  | Fender | 1983 | 6 | Сосна | Клён |
| Dean | 1991 | 7 | Липа | Клён | Махагон | Dean | 1991 | 7 | Липа | Махагон |

Рис. 3. Контрольные примеры (редактирование)

1. **Описание главной функции**

Назначение: начальная точка выполнения алгоритма.

**Описание переменных функции**

Описание переменныхпредставлено вТаблице 1.

Таблица 1*.*Описание переменных главной функции

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| list | LIST | Указатель на первый элемент исходного списка |
| newList | LIST | Указатель на первый элемент сформированного списка |
| tempList | LIST\* | Указатель на адрес списка |
| Q | int | Переменная выбора меню |

**Краткое описание алгоритма**

Начало программы.

Шаг №1. Вывод меню.

Шаг №2. Выбор пользователем пункта меню.

Шаг №3. Переход к пункту, выбранным пользователем.

0: Справка. Переход к шагу 1

1: Добавление карточек о гитарах. Переход к шагу 1

2: Редактирование карточек. Переход к шагу 1

3: Удаление карточек. Переход к шагу 1

4: Вывод картотеки. Переход к шагу 1

5: Поиск карточек по параметру. Переход к шагу 1

6: Сортировка карточек по параметру. Переход к шагу 1

7: Выход. Переход к шагу 4

Шаг №4. Конец программы.

**Схема алгоритма главной функции**

Схема алгоритма главной функции представлена на рисунке 4.

**![](data:image/gif;base64,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)**

Рис. 4. Схема алгоритма главной функции

1. **Описание функций**
   1. **Описание функции onLoad**

Назначение: вывод окна приветствия.

Прототип: int onLoad();

Пример вызова: onLoad();

Вызывающая функция: main.

Возвращаемое значение: 0 – выход из функции без ошибок.

* 1. **Описание функции help**

Назначение: вывод справки.

Прототип: int help();

Пример вызова: help();

Вызывающая функция: main.

Возвращаемое значение: 0 – выход из функции без ошибок.

* 1. **Описание функции menus**

Назначение: вывод разных меню программы.

Прототип: int menu(int Key); где –

Key – ключ для вывода разных меню.

Пример вызова: menu(0);

Вызывающая функция: main, enterMenu, edit, deleteMenu, sortMenu, searchMenu, outputMenu

Возвращаемое значение: 0 – выход из функции без ошибок.

* 1. **Описание функции chooseList**

Назначение: выбор списка.

Прототип: int chooseList();

Пример вызова: if(chooseList())

Вызывающая функция: main.

Вызываемая функция: enterNum.

Возвращаемое значение: ключ(0 – исходный список, 1 – сформированный список, 3 - бездействие)

* 1. **Описание функции messages**

Назначение: Функция используется для ввода сообщений пользователю.

Прототип: int messages(int Key); где –

Key – ключ для вывода разных сообщений.

Пример вызова: messages(1);

Вызывающая функция: main, enterMenu, deleteMenu , searchMenu, outputMenu, edit.

Возвращаемое значение: 0 – выход из функции без ошибок.

Сообщения:

messages(3): "Картотека удалена"

messages(4): "Сортировка успешно завершена "

"Для просмотра выберите пункт 'Вывод картотеки'"

messages(5): "Выборка из данных успешно сформирована"

"Для просмотра выберите пункт 'Вывод картотеки' -> 'Сформированной"

messages(6): "Выборка из данных не была сформирована"

"В исходных данных не нашлось таких результатов"

messages(8): "До новых встреч!"

messages(9): "Картотека пуста"

"Для выполнения этого действия, создайте картотеку, выбрав 1 пункт меню"

messages(10): "Элемент успешно удалён"

messages(11): "Элемент успешно добавлен"

"Для просмотра выберите пункт 'Вывод картотеки' -> 'Исходный список'"

messages(12): "Для того чтобы добавить элемент по позиции, необходимо наличие как минимум

2-х элементов"

messages(13): "Для того чтобы удалить элемент по позиции, необходимо наличие как минимум

2-х элементов"

messages(14): "Картотека успешно записана в файл"

messages(15): "Картотека успешно считана с файла и добавлена в исходную"

messages(17): "Файл с таким именем не существует"

"Измените имя файла!"

messages(18): "Картотека не записана. Возникли проблемы с файлом, обратитесь к

разработчику."

"Komdosh@gelezo2.ru"

"В теме укажите ‘Возникли проблемы с электронной картотекой’."

"В теле письма укажите, как появилась данная ошибка, и попытайтесь описать"

"алгоритм ваших действий."

messages(19): "Файл пустой"

messages(20): "Поле успешно изменено"

messages(777): "Возникла странная ошибка. Пожалуйста, напишите разработчику:"

"Komdosh@gelezo2.ru"

"В теме укажите ‘Возникли проблемы с электронной картотекой’."

"В теле письма укажите, как появилась данная ошибка, и попытайтесь описать"

"алгоритм ваших действий."

* 1. **Описание функции enterMenu**

Назначение: организация управления порядком вызова функций добавления элемента в список.

Прототип:int enterMenu(LIST\* list); где –

\*list – указатель на адрес первого элемента исходного списка.

Пример вызова: enterMenu(&list); где –

&list –адрес первого элемента исходного списка.

Вызывающая функция: main.

Вызываемая функция: menus, enterField, addNth, enterNum, messages, count.

Возвращаемое значение: 0 – выход из функции без ошибок.

**Описание переменных**

Описание переменных функции enterMenu представлено на рисунке 5.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| Q | int | Переменная выбора пункта меню |
| temp | LIST | Указатель на элемент списка для вставки |
| Формальные переменные | | |
| list | LIST\* | Указатель на адрес первого элемента исходного списка |

Рис. 5*.*Описание переменных функции enterMenu

* 1. **Описание функции addNth**

Назначение: добавление n-го элемента.

Прототип: LIST addNth(LIST list, LIST temp, int n); где –

list – указатель на первый элемент исходного списка.

temp – указатель на элемент списка для вставки.

n – порядковый номер, куда вставить элемент.

Пример вызова: addNth(list, temp, 2); где –

list – указатель на первый элемент исходного списка.

temp – указатель на элемент списка для вставки.

2 – порядковый номер, куда вставить элемент.

Вызывающая функция: enterMenu, search, readFile.

Вызываемая функция: getElem.

Возвращаемое значение: указатель на первый элемент списка.

**Описание переменных**

Описание переменных функции addNth представлены на рисунке 6.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Формальные переменные | | |
| list | LIST\* | Указатель на адрес первого элемента исходного списка |
| temp | LIST | Указатель на элемента для вставки |
| n | int | Номер позиции |

Рис. 6*.*Описание переменных функции addNth

* 1. **Описание функции edit**

Назначение: редактирование n-го элемента.

Прототип: int edit(LIST \*list); где –

\*list – указатель на адрес первого элемента исходного списка.

Пример вызова: edit (&list) где –

&list – адрес первого элемента исходного списка.

Вызывающая функция: main.

Вызываемая функция: getElem, enterNum, enterWord, messages.

Возвращаемое значение: 0 – выход из функции без ошибок.

**Описание переменных**

Описание переменных функции edit представлены на рисунке 7.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Q | int | Переменная выбора пункта меню |
| n | int |  |
| Формальные переменные | | |
| list | LIST\* | Указатель на адрес первого элемента исходного списка |

Рис. 7*.*Описание переменных функции edit

* 1. **Описание функции enterField**

Назначение: ввод информационных полей.

Прототип: LIST enterField();

Пример вызова: temp=enterField(); где –

temp - указатель на элемент списка.

Вызывающая функция: enterMenu.

Вызываемая функция: enterNum, enterWord.

Возвращаемое значение: указатель на элемент исходного списка.

**Описание переменных**

Описание переменных функции enterField представлено на рисунке 8.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| list | LIST | Элемент списка |

Рис. 8*.*Описание переменных функции enterField

* 1. **Описание функции enterWord**

Назначение: ввод слова, длины 10.

Прототип: char\* enterWord();

Пример вызова: tempstr=enterWord(); где –

tempstr - указатель на первый символ строки.

Вызывающая функция: enterField, fileName, edit.

Возвращаемое значение: указатель на первый символ строки.

**Описание переменных**

Описание переменных функции enterWord представлено на рисунке 9.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| temp | char\* | Указатель на первый символ строки |
| str | char | Вспомогательная переменная, длины 10 |
| i | unsigned int | Вспомогательная переменная для организации цикла |

Рис. 9*.*Описание переменных функции enterField

* 1. **Описание функции enterNum**

Назначение: ввод чисел в заданном диапазоне.

Прототип: int enterNum(int first, int last); где –

first – начальное число.

last – конечное число.

Пример вызова: Q=enterNum(1, 7);

Вызывающая функция: menus, chooseList, enterMenu, edit, enterField, deleteMenu, searchMenu, fileName, outputMenu.

Возвращаемое значение: целое число.

**Описание переменных**

Описание переменных функции enterNum представлено на рисунке 10.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| num | int | Вспомогательная переменная |
| check\_num | bool | Флаг является ли символ цифрой |
| check\_all | bool | Флаг является ли строка числом |
| str | char\* | Вспомогательная переменная |
| Формальные переменные | | |
| first | int | Начальное число |
| last | int | Конечное число |

Рис. 10*.*Описание переменных функции enterNum

* 1. **Описание функции deleteMenu**

Назначение: организация управления порядком вызова функций удаления элемента из списка.

Прототип:int deleteMenu(LIST \*list); где –

\*list – указатель на адрес первого элемента исходного списка.

Пример вызова: deleteMenu(&list); где –

&list – адрес первого элемента исходного списка.

Вызывающая функция: main.

Вызываемая функция: del, enterNum, messages, count.

Возвращаемое значение: 0 – выход из функции без ошибок.

**Описание переменных**

Описание переменных функции deleteMenu представлено на рисунке 11.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| Q | int | Переменная выбора пункта меню |
| Формальные переменные | | |
| list | LIST\* | Указатель на адрес первого элемента исходного списка |

Рис. 11*.*Описание переменных функции deleteMenu

* 1. **Описание функции del**

Назначение: удаление n-го элемента.

Прототип: int del(LIST \*list, int Key, int n); где –

\*list – указатель на адрес первого элемента исходного списка.

Key – ключ какой элемент удалить (0 – начало, 1 – конец, 2 – n-ый, 3 – весь список).

n – номер элемента.

Пример вызова: if(del(&list, 2, 3)) где –

&list –адрес первого элемента исходного списка.

2 – ключ какой элемент удалить (2 – n-ый).

3 – номер элемента.

Вызывающая функция: deleteMenu, main.

Вызываемая функция: getElem.

Возвращаемое значение: 0 – выход из функции без ошибок, 1 – список пуст.

**Описание переменных**

Описание переменных функции del представлено на рисунке 12.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| temp | LIST | Указатель на элемент структуры |
| Формальные переменные | | |
| list | LIST\* | Указатель на адрес первого элемента списка |
| Key | Int | Ключ (0 – начало списка, 1 – конец списка,2 – n-ая позиция) |
| n | int | Номер элемента |

Рис. 12*.*Описание переменных функции del

* 1. **Описание функции sortMenu**

Назначение: организация меню сортировки.

Прототип: int sortMenu(LIST list); где –

list – указатель на первый элемент списка.

Пример вызова: if(sortMenu(list)) где –

list – указатель на первый элемент списка.

Вызывающая функция: main.

Вызываемая функция: sort, menus.

Возвращаемое значение: 0 – выход из функции без ошибок, 1 – список пуст.

**Описание переменных**

Описание переменных функции sortMenu представлены на рисунке 13.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| Q | int | Переменная выбора пункта подменю |
| Формальные переменные | | |
| list | LIST | Указатель на первый элемент исходного списка |

Рис. 13*.*Описание переменных функции sortMenu

* 1. **Описание функции sort**

Назначение: сортировка списка.

Прототип:LIST sort(LIST list, int Key); где –

list – указатель на первый элемент списка.

Key – ключ выбора сортировки (1 – по названию, 2 – по количеству струн, 3 – по году

производства, 4 – по дереву грифа, 5 – по дереву корпуса).

Пример вызова: list=sort(list, 1); где –

list – указатель на первый элемент списка.

1 - ключ выбора сортировки (1 – по названию)

Вызывающая функция: sortMenu.

Вызываемая функция: getElem.

Возвращаемое значение: указатель на первый элемент исходного списка

**Описание переменных**

Описание переменных функции sort представлено на рисунке 14.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| temp | LIST | Вспомогательная переменная |
| pFwd | LIST | Указатель на текущий элемент |
| pBwd | LIST | Указатель на предыдущий элемент |
| Sort | LIST | Указатель на первый элемент отсортированного списка |
| check | bool | Ключ сортировки (0 – производилась, 1 – не производилась) |
| Формальные переменные | | |
| list | LIST | Указатель на первый элемент списка |
| Key | int | Ключ (1 – по году производства, 2 – по количеству струн) |

Рис. 14*.*Описание переменных функции sort

* 1. **Описание функции searchMenu**

Назначение: организация меню обработки.

Прототип:LIST searchMenu (LIST list); где –

list – указатель на первый элемент списка.

Возвращаемое значение: указатель на первый элемент сформированного списка.

Пример вызова: New\_list=searchMenu(list); где –

list – указатель на первый элемент исходного списка.

New\_list – указатель на первый элемент сформированного списка.

Вызывающая функция: main.

Вызываемая функция: menus, search, enterNum, messages.

**Описание переменных**

Описание переменных функции searchMenu представлено на рисунке 15.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| New\_list | LIST | Указатель на первый элемент сформированного списка |
| temp | int | Вспомогательная переменная |
| first | int | Нижняя граница числа |
| last | int | Верхняя граница числа |
| tempstr | char\* | Указатель на первый символ строки |
| Q | int | Переменная выбора пункта подменю |
| Формальные переменные | | |
| list | LIST | Указатель на первый элемент исходного списка |

Рис. 15*.*Описание переменных функции searchMenu

* 1. **Описание функции search**

Назначение: поиск в списке.

Прототип: LIST search(LIST list , int Key, int num, char\* str); где –

list – указатель на первый элемент исходного списка.

Key – ключ выбора сортировки (1 – по названию, 2 – по количеству струн, 3 – по году

производства, 4 – по дереву грифа, 5 – по дереву корпуса).

num – число для сравнения.

str – строка для сравнения.

Пример вызова: New\_List=search(list, 2, temp, tempstr); где –

list – указатель на первый элемент исходного списка.

2 – ключ выбора сортировки (2 – по количеству струн).

temp – число для сравнения.

tempstr – строка для сравнения.

New\_list – указатель на первый элемент сформированного списка.

Вызывающая функция: searchMenu.

Вызываемая функция: addNth.

Возвращаемое значение: указатель на первый элемент сформированного списка.

**Описание переменных**

Описание переменных функции search представлено на рисунке 16.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| search | LIST | Указатель на первый элемент сформированного списка |
| temp | LIST | Вспомогательная переменная |
| Формальные переменные | | |
| list | LIST | Указатель на первый элемент списка |
| str | char\* | Указатель на первый символ строки |
| Key | Int | Ключ (1 – по году производства, 2 – по количеству струн) |
| num | Int | число для сравнения |

Рис. 16*.*Описание переменных функции search

* 1. **Описание функции fileName**

Назначение: ввод имени файла.

Прототип: const char\* fileName(int Key); где –

Key – ключ выбора подсказок (1 – для записи, 2 – для чтения)

Пример вызова: name=fileName(1); где –

1 – ключ выбора подсказок (1 – для записи)

Вызывающая функция: enterMenu, outputMenu.

Вызываемая функция: enterWord, enterNum.

Возвращаемое значение: имя файла.

**Описание переменных**

Описание переменных функции fileName представлены на рисунке 17.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| name | char | Указатель на первый символ вспомогательной переменной |
| Формальные переменные | | |
| Key | int | Ключ(1 – для записи, 2 – для чтения) |

Рис. 17*.*Описание переменных функции fileName

* 1. **Описание функции recordFile**

Назначение: запись в файл.

Прототип: int recordFile(LIST list, const char\* name); где –

list – указатель на первый элемент списка.

name – имя файла.

Пример вызова: recordFile(list, name); где –

list – указатель на первый элемент списка.

name – имя файла.

Вызывающая функция: outputMenu.

Возвращаемое значение: 0 – выход из функции без ошибок, 1 – список пуст.

**Описание переменных**

Описание переменных функции recordFile представлено на рисунке 18.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| file | FILE\* | Указатель на открытый файл |
| Формальные переменные | | |
| List | LIST | Указатель на первый элемент |
| name | const char\* | Указатель на первый символ строки имени файла |

Рис. 18*.*Описание переменных функции recordFile

* 1. **Описание функции readFile**

Назначение: чтение из файла.

Прототип: LIST readFile(const char\* name); где –

name – имя файла.

Пример вызова: list=readFile(name); где –

name – имя файла.

Вызывающая функция: enterMenu.

Вызываемая функция: addNth.

Возвращаемое значение: Указатель на первый элемент списка.

**Описание переменных**

Описание переменных функции readFile представлено на рисунке 19.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| name | char | Строка с именем |
| file | FILE\* | Указатель на открытый файл |
| Формальные переменные | | |
| name | const char\* | Указатель на первый символ строки имени файла |

Рис. 19*.*Описание переменных функции readFile

* 1. **Описание функции outputMenu**

Назначение: подменю вывода списка.

Прототип: int outputMenu(LIST list); где –

list – указатель на первый элемент списка.

Пример вызова: outputList (list); где –

list – указатель на первый элемент списка.

Вызывающая функция: main.

Вызываемая функция: messages, enterNum, recordFile, outputList.

Возвращаемое значение: 0 – выход из функции без ошибок.

* 1. **Описание функции outputList**

Назначение: вывод списка.

Прототип: int outputList(LIST list, int Key); где –

list – указатель на первый элемент исходного списка.

Key – ключ выбора вывода (0 – с начала, 1 – с конца).

Пример вызова: if(outputList(list, 0)) где –

list – указатель на первый элемент исходного списка.

0 – ключ выбора сортировки (0 – с начала).

Вызывающая функция: outputMenu, edit.

Вызываемая функция: messages, getElem.

Возвращаемое значение: 0 – выход из функции без ошибок, 1 – список пуст.

**Описание переменных**

Описание переменных функции outputList представлено на рисунке 20.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Формальные переменные | | |
| list | LIST | Указатель на первый элемент исходного списка |
| Key | int | Переменная начала списка (0-с начала, 1-с конца) |

Рис. 20*.*Описание переменных функции outputList

* 1. **Описание функции getElem**

Назначение: вернуть n-ый элемент.

Прототип:LIST getElem(LIST list, int Key, int n); где –

list – указатель на первый элемент списка.

Key – ключ какой элемент искать (0 – начало, 1 – конец, 2 – n-ый).

n – номер элемента.

Пример вызова: if(getElem(list, 0, 5)); где –

list – указатель на первый элемент списка.

Key – ключ какой элемент искать (0 – начало, 1 – конец, 2 – n-ый).

n – номер элемента.

Вызывающая функция: outputList, addNth, sort, del, edit

Возвращаемое значение: n-ый элемент списка.

**Описание переменных**

Описание переменных функции getElem представлено на рисунке 21.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Формальные переменные | | |
| list | LIST | Указатель на первый элемент списка |
| Key | int | ключ (0 – начало, 1 – конец, 2 – n-ый) |
| n | int | номер элемента |

Рис. 21*.*Описание переменных функции getElem

* 1. **Описание функции count**

Назначение: подсчёт количества элементов.

Прототип: int count(LIST list); где –

list – указатель на первый элемент списка.

Пример вызова: temp=count(list); где –

list – указатель на первый элемент списка.

temp – переменная целого типа.

Вызывающая функция: enterMenu, edit, deleteMenu, recordFile.

Возвращаемое значение: количество элементов в списке.

**Описание переменных**

Описание переменных функции count представлено на рисунке 22.

|  |  |  |
| --- | --- | --- |
| **Имя переменной** | **Тип** | **Назначение** |
| Локальные переменные | | |
| Count | int | Количество элементов в списке |
| Формальные переменные | | |
| list | LIST | Указатель на первый элемент списка |

Рис. 22*.*Описание переменных функции count

1. **Структура вызова функций**

Структура вызова функций представлена на рисунке 23.
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Рис. 23. Структура вызова функций

1. **Текст программы с комментариями**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <stdlib.h>

#include <stdio.h>

#include <locale.h>

#include <windows.h>

#include <conio.h>

#include <windows.h>

typedef struct stWood

{

char\* Neck; //Дерево грифа

char\* Deck; //Дерево корпуса

} WOOD;

typedef struct stGuitars

{

char\* Name; //Название гитары

int Strings; //Количество струн

int Year; //Год производства

WOOD Wood; //Дерево

} GUITARS;

typedef struct stList

{

GUITARS Guitars; //Структура с информационными полями

struct stList \*next; //Следующий элемент

struct stList \*prev; //Предыдущий элемент

} sLIST;

typedef sLIST\* LIST; //Указатель на элемент списка

//--------------------------------------------------------------------------------------------------

//---------------------------------------------------Прототипы функций------------------------------

//--------------------------------------------------------------------------------------------------

int onLoad(); //Заставка

int help(); //Справка

int menus(int Key); //Вывод меню

int chooseList(); //Выбор списка

int messages(int Key); //Вывод сообщений

int enterMenu(LIST\* list); //Подменю ввода элементов

LIST addNth(LIST list, LIST temp, int n); //Добавление n-го элемента

int editMenu(LIST\* list); //Подменю редактирования элементов

LIST enterField(); //Ввод информационных полей

char\* enterWord(); //Ввод слова до 10 символов

int enterNum(int first, int last); //Ввод целочисленных значений в

//диапазоне

int deleteMenu(LIST\* list); //Подменю удаления элементов

int del(LIST \*list, int Key, int n); //Удаление n-го элемента

int sortMenu(LIST \*list); //Подменю сортировки

LIST sort(LIST list, int Key); //Сортировка

LIST searchMenu(LIST list); //Подменю поиска

LIST search(LIST list, int Key, int num, char\* str); //Поиск

char\* fileName(int Key); //Ввод имени файла

int recordFile(LIST list, const char\* name); //Запись в файл

int readFile(LIST \*list, const char\* name); //Чтение файла

int outputMenu(LIST list); //Подменю вывода

int outputList(LIST list, int Key); //Вывод списка

LIST getElem(LIST list, int Key, int n); //Нахождение элементов

int count(LIST list); //Подсчёт количества элементов

//--------------------------------------------------------------------------------------------------

int main()

{

system("mode con cols=80 lines=20");

system("color 2");

LIST list = NULL, newList = NULL, \*tempList=NULL;

int Q;

system("chcp 1251");

onLoad();

do

{

switch (Q = menus(0))

{

case 0:

help();

break;

case 1:

enterMenu(&list);

break;

case 2:

if (editMenu(&list))

messages(9);

break;

case 3:

if(deleteMenu(&list))

messages(9);

break;

case 4:

if (!list)

{

messages(9);

break;

}

switch (chooseList())

{

case 1:

outputMenu(list);

break;

case 2:

outputMenu(newList);

break;

case 3:

break;

}

break;

case 5:

del(&newList, 1, 0);

newList = searchMenu(list);

break;

case 6:

if (!list)

{

messages(9);

break;

}

switch (chooseList())

{

case 1:

tempList = &list;

break;

case 2:

tempList = &newList;

break;

}

if (tempList != NULL)

{

switch (sortMenu(tempList))

{

case 0:

messages(4);

break;

case 1:

messages(9);

break;

case 2:

break;

}

tempList = NULL;

}

break;

case 7:

messages(8);

break;

}

}

while (Q != 7);

del(&list, 3, 0);

del(&newList, 3, 0);

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция справка

int onLoad()

{

system("cls");

puts("\t\t\t>>Электронная картотека гитар<<");

puts("\t\t\t\t \_");

puts("\t\t\t\t / 7");

puts("\t\t\t\t /\_(");

puts("\t\t\t\t |\_|");

puts("\t\t\t\t |\_|");

puts("\t\t\t\t |\_|");

puts("\t\t\t\t |\_| /\\");

puts("\t\t\t\t /\\|=|/ /");

puts("\t\t\t\t \\ |\_| /");

puts("\t\t\t\t ) \_ \\");

puts("\t\t\t\t / |\_| \\");

puts("\t\t\t\t/ -=-o /");

puts("\t\t\t\t\\ /~\\\_/");

puts("\t\t\t\t \\/\n\n");

Beep(657, 250);

Beep(327, 150);

Beep(327, 150);

Beep(657, 250);

Beep(619, 250);

Beep(657, 250);

Beep(520, 250);

Beep(327, 150);

Beep(327, 150);

Beep(657, 250);

Beep(619, 250);

Beep(657, 250);

Beep(491, 250);

Beep(327, 150);

Beep(327, 150);

Beep(657, 250);

Beep(619, 250);

Beep(657, 250);

Beep(739, 250);

Beep(327, 150);

Beep(327, 150);

Beep(739, 250);

Beep(657, 250);

Beep(739, 250);

Beep(784, 250);

Beep(327, 150);

Beep(327, 150);

system("cls");

puts("\n\n\t\t\t\tЭлектронная картотека");

puts("\n\n Данная программа предназначена для создания картотеки и работы с ней.");

puts(" Возможности:");

puts(" \*Создание картотеки с информацией о гитарах");

puts(" \*Добавление карточек в картотеку");

puts(" \*Редактирование карточек");

puts(" \*Сохранение картотеки в файл");

puts(" \*Чтение картотеки из файла");

puts(" \*Удаление карточек или/и списка");

puts(" \*Поиск по картотеке по выбранному параметру (формирование выборки)");

puts(" \*Сортировка картотеки по выбранному параметру");

puts(" \*Вывод картотеки на экран\n\n");

system("pause");

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция справка

int help()

{

int Q;

do

{

system("cls");

puts("\n\n\t\t\t\tЭлектронная картотека");

puts("================================================================================");

puts("0 - Возможности");

puts("1 - Как добавлять карточки?");

puts("2 - Как редактировать карточки?");

puts("3 - Как удалять карточки?");

puts("4 - Как посмотреть карточки?");

puts("5 - Как найти карточки?");

puts("6 - Как отсортировать карточки?");

puts("7 - Вернуться в главное меню");

printf("Введите пункт меню - ");

switch (Q = enterNum(0, 7))

{

case 0:

system("cls");

puts(" Возможности:");

puts(" \*Создание картотеки с информацией о гитарах");

puts(" \*Добавление карточек в картотеку");

puts(" \*Редактирование карточек");

puts(" \*Сохранение картотеки в файл");

puts(" \*Чтение картотеки из файла");

puts(" \*Удаление карточек или/и списка");

puts(" \*Поиск по картотеке по выбранному параметру (формирование выборки)");

puts(" \*Сортировка картотеки по выбранному параметру");

puts(" \*Вывод картотеки на экран\n\n");

break;

case 1:

system("cls");

puts("• Для входа в подменю добавления карточек необходимо выбрать 1-ый пункт меню.");

puts("- Для добавления карточки на соответствующую позицию, выберите требуемый пункт

подменю и следуйте подсказкам ввода.");

puts("- Для добавления элементов из файла сохранённого на жёстком диске, выберите 4 - ый

пункт подменю.");

puts("- Для возврата в главное меню необходимо выбрать 5 - ый пункт подменю.");

break;

case 2:

system("cls");

puts("• Для входа в подменю редакции карточки необходимо выбрать 2-ой пункт меню.");

puts("- Для того чтобы посмотреть под каким номером находится карточка выберите 1 - ый

пункт подменю.");

puts("- Для изменения соответствующего информационного поля n - ой карточки выберите

требуемый пункт меню и следуйте подсказкам ввода.");

puts("- Для возврата в главное меню выберите 7 - ой пункт меню.");

break;

case 3:

system("cls");

puts("• Для входа в подменю удаления карточки необходимо выбрать 3-ий пункт меню.");

puts("- Для удаления карточки по соответствующей позиции, выберите требуемый пункт

подменю.");

puts("- Для удаления всей картотеки, выберите 4 - ый подменю.");

puts("- Для возврата в главное меню выберите 5 - ый пункт подменю.");

break;

case 4:

system("cls");

puts("• Для входа в подменю вывода карточки списка необходимо выбрать 4-ый пункт меню.");

puts("- Программа предложит выбрать, для какой картотеки выполнить вывод, введите «1» для

вывода исходной или «2» для вывода сформированной.");

puts("- Для вывода выбранной картотеки на экран выберите 1 - ый пункт подменю.");

puts("- Для сохранения картотеки в файл выберите 2 - ой пункт подменю и следуйте

подсказкам.");

puts("- Для возврата в главное меню выберите 3 - ий пункт подменю.");

break;

case 5:

system("cls");

puts("• Для входа в подменю поиска карточек необходимо выбрать 5-ый пункт меню.");

puts("- Для поиска карточек по параметру, выберите требуемый пункт подменю и следуйте

подсказкам.");

puts("- Для возврата в главное меню выберите 6 - ой пункт подменю.");

break;

case 6:

system("cls");

puts("• Для входа в подменю сортировки картотеки необходимо выбрать 6-ой пункт меню.");

puts("- Программа предложит выбрать, для какой картотеки выполнить вывод, введите «1» для

вывода исходной или «2» для вывода сформированной.");

puts("- Для сортировки картотеки по параметру, выберите требуемый пункт подменю.");

puts("- Для возврата в главное меню выберите 6 - ой пункт подменю.");

break;

case 7:

return 0;

break;

}

puts("\n\nЕсли возникли проблемы обращайтесь, пожалуйста, на электронную почту:");

puts(" komdosh@gelezo2.ru\n");

system("pause");

}

while (Q != 7);

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция меню

int menus(int Key)

{

system("cls");

int first=0, last=0;

switch (Key)

{

case 0:

puts("Главное меню");

puts("0 - Справка");

puts("1 - Добавление карточек о гитарах");

puts("2 - Редактирование карточек");

puts("3 - Удаление карточек");

puts("4 - Вывод картотеки");

puts("5 - Поиск карточек по параметру");

puts("6 - Сортировка карточек по параметру");

puts("7 - Выход");

first = 0;

last = 7;

break;

case 1:

puts("Меню добавления карточек");

puts("1 - Добавить карточку в начало списка");

puts("2 - Добавить карточку в конец списка");

puts("3 - Добавить карточку на выбранную позицию");

puts("4 - Прочитать картотеку с файла");

puts("5 - Вернуться в главное меню");

first = 1;

last = 5;

break;

case 2:

puts("Меню удаления карточки");

puts("1 - Удалить первую карточку в картотеке");

puts("2 - Удалить последнюю карточку в картотеке");

puts("3 - Удалить карточку по её позиции");

puts("4 - Удалить всю картотеку");

puts("5 - Вернутся в главное меню");

first = 1;

last = 5;

break;

case 3:

puts("Меню сортировки");

puts("По какому пункту выполнить сортировку?");

puts("1 - Название");

puts("2 - Количество струн");

puts("3 - Год производства");

puts("4 - Дерево грифа");

puts("5 - Дерево корпуса");

puts("6 - Вернуться в главное меню");

first = 1;

last = 6;

break;

case 4:

puts("Меню поиска");

puts("По какому пункту сделать выборку?");

puts("1 - Название");

puts("2 - Количество струн");

puts("3 - Год производства");

puts("4 - Дерево грифа");

puts("5 - Дерево корпуса");

puts("6 - Вернуться в главное меню");

first = 1;

last = 6;

break;

case 5:

puts("Меню вывода картотеки");

puts("1 - Вывести картотеку на экран");

puts("2 - Сохранить картотеку в файл");

puts("3 - Вернуться в главное меню");

first = 1;

last = 3;

break;

case 6:

puts("Меню редактирования карточек");

puts("1 - Вывести картотеку на экран");

puts("2 - Изменить марку n-ой карточки");

puts("3 - Изменить количество струн n-ой карточки");

puts("4 - Изменить год производства n-ой карточки");

puts("5 - Изменить дерево грифа n-ой карточки");

puts("6 - Изменить дерево корпуса n-ой карточки");

puts("7 - Вернуться в главное меню");

first = 1;

last = 7;

break;

}

printf("Введите номер пункта - ");

return enterNum(first, last);

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция выбора списка

int chooseList()

{

system("cls");

puts("Для какой картотеки выполнить это действие?");

puts("1 - Исходной");

puts("2 - Сформированной");

puts("3 - Вернуться в гланое меню");

printf("Введите номер пункта (от %d до %d): ", 1, 3);

return enterNum(1, 3);

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция вывода сообщений пользователю

int messages(int Key)

{

system("cls");

switch (Key)

{

case 3:

puts("Картотека удалена");

break;

case 4:

puts("Сортировка успешно завершена");

puts("Для просмотра выберите пункт 'Вывод списка'");

break;

case 5:

puts("Выборка из данных успешно сформирована");

puts("Для просмотра выберите пункт 'Вывод' -> 'Сформированной'");

break;

case 6:

puts("Выборка из данных не была сформирована");

puts("В исходных данных не нашлось таких результатов");

break;

case 8:

puts("До новых встреч!");

break;

case 9:

puts("Картотека пуста");

puts("Для выполнения этого действия, создайте картотеку, выбрав 1 пункт меню");

break;

case 10:

puts("Элемент успешно удалён");

break;

case 11:

puts("Элемент успешно добавлен");

puts("Для просмотра выберите пункт 'Вывод' -> 'Исходной'");

break;

case 12:

puts("Для того чтобы добавить элемент по позиции, необходимо наличие как минимум\n2-х

элементов");

break;

case 13:

puts("Для того чтобы удалить элемент по позиции, необходимо наличие как минимум\n2-х

элементов");

break;

case 14:

puts("Картотека успешно записана в файл");

break;

case 15:

puts("Картотека успешно считана с файла и добавлена в исходную");

break;

case 17:

puts("Файла с таким именем не существует");

puts("Измените имя файла!");

break;

case 18:

puts("Картотека не записана. Возникли проблемы с файлом, обратитесь к разработчику.");

puts("Komdosh@gelezo2.ru");

puts("В теме укажите 'Возникли проблемы с электронной картотекой'.");

puts("В теле письма укажите, как появилась данная ошибка, и попытайтесь описать");

puts("алгоритм ваших действий.");

break;

case 19:

puts("Файл пустой");

break;

case 20:

puts("Поле успешно изменено");

break;

case 777:

puts("Возникла странная ошибка. Пожалуйста, напишите разработчику на электронную почту:");

puts("Komdosh@gelezo2.ru");

puts("В теме укажите 'Возникли проблемы с электронной картотекой'.");

puts("В теле письма укажите, как появилась данная ошибка, и попытайтесь описать");

puts("алгоритм ваших действий.");

break;

}

system("pause");

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция подменю добавления элементов

int enterMenu(LIST\* list)

{

LIST temp;

int Q;

do

{

switch (Q = menus(1))

{

case 1:

temp = enterField();

\*list = addNth(\*list, temp, 0);

messages(11);

break;

case 2:

if (\*list)

{

temp = enterField();

\*list = addNth(\*list, temp, count(\*list));

messages(11);

}

else

messages(9);

break;

case 3:

if (\*list)

if (count(\*list)>1)

{

temp = enterField();

printf("Введите номер позиции, куда вставить карточку (от %d до %d): ", 2,

(count(\*list)>2) ? count(\*list) - 1 : count(\*list));

\*list = addNth(\*list, temp, enterNum(2, count(\*list)) - 1);

messages(11);

}

else

messages(12);

else

messages(9);

break;

case 4:

switch (readFile(list, fileName(2)))

{

case 0:

messages(15);

break;

case 1:

messages(17);

break;

case 2:

messages(19);

break;

}

break;

}

}

while (Q != 5);

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция добавления n-го

LIST addNth(LIST list, LIST temp, int n)

{

if (!n)

{

if (list)

list->prev = temp;

temp->next = list;

temp->prev = NULL;

return temp;

}

else

{

list = getElem(list, 2, n);

if (list->next)

{

temp->next = list->next;

temp->prev = list;

list->next->prev = temp;

}

else

{

temp->next = NULL;

temp->prev = list;

}

list->next = temp;

return getElem(list, 0, 0);

}

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция подменю редактирования элементов

int editMenu(LIST \*list)

{

if (!\*list)

return 1;

int Q;

do

{

Q = menus(6);

if (Q == 1)

outputList(\*list, 0);

else

{

if (Q != 7)

{

printf("Введите номер элемента n - ");

\*list = getElem(\*list, 2, enterNum(1, count(\*list)));

}

}

switch (Q)

{

case 2:

printf("Введите марку гитары (кол-во символов от 1 до 10): ");

(\*list)->Guitars.Name = enterWord();

break;

case 3:

printf("Введите количество струн (от %d до %d): ", 1, 20);

(\*list)->Guitars.Strings = enterNum(1, 20);

break;

case 4:

printf("Введите год производства (от %d до %d): ", 1899, 2015);

(\*list)->Guitars.Year = enterNum(1899, 2015);

break;

case 5:

printf("Введите название дерева грифа (кол-во символов от 1 до 10): ");

(\*list)->Guitars.Wood.Neck = enterWord();

break;

case 6:

printf("Введите название дерева корпуса (кол-во символов от 1 до 10): ");

(\*list)->Guitars.Wood.Deck = enterWord();

break;

}

if (Q != 7)

messages(20);

\*list = getElem(\*list, 0, 0);

}

while (Q != 7);

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция ввода данных в поля

LIST enterField()

{

system("cls");

LIST list = (LIST) malloc(sizeof(sLIST));

printf("================================================================================");

printf("Введите марку гитары\nKоличество символов от 1 до 10, в строке не может быть

пробелов\nМарка:");

list->Guitars.Name = enterWord();

printf("================================================================================");

printf("Введите количество струн (от %d до %d): ", 1, 20);

list->Guitars.Strings = enterNum(1, 20);

printf("================================================================================");

printf("Введите год производства (от %d до %d): ", 1899, 2015);

list->Guitars.Year = enterNum(1899, 2015);

printf("================================================================================");

printf("Введите название дерева грифа\nKоличество символов от 1 до 10, в строке не может быть

пробелов\nДерево грифа:");

list->Guitars.Wood.Neck = enterWord();

printf("================================================================================");

printf("Введите название дерева корпуса\nKоличество символов от 1 до 10, в строке не может быть

пробелов\nДерево корпуса:");

list->Guitars.Wood.Deck = enterWord();

return list;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция ввода слова

char\* enterWord()

{

char str[11], \*temp;

unsigned int i;

do

{

gets(str);

fflush(stdin);

for (i = 0; i < strlen(str) && str[i] != ' '; i++);

i = (i == strlen(str))?0:1;

if (strlen(str)<1 || strlen(str)>10 || i)

printf("Возможно вы ошиблись при вводе?\nКоличество символов от 1 до 10, в строке не может

быть пробелов\nПовторите ввод: ");

}

while (strlen(str)<1 || strlen(str)>10 || i);

temp = (char\*) malloc(strlen(str)\*sizeof(char));

strcpy(temp, str);

return temp;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция ввода целочисленных переменных в диапазоне

int enterNum(int first, int last)

{

int num;

bool check\_num, check\_all;

char str[5];

const char numbers[] = "0123456789";

do

{

check\_all = true;

check\_num = false;

scanf("%s", &str);

fflush(stdin);

for (int i = 0; str[i] != '\0' && check\_all; i++)

{

for (int j = 0; numbers[j] != '\0' && !check\_num; j++)

if (str[i] == numbers[j] || str[i] == '\0')

check\_num = true;

if (check\_num)

check\_num = false;

else

check\_all = false;

}

if (check\_all)

num = atoi(str);

else

printf("В строку попало что-то кроме числа, повторите ввод:\n");

if ((num < first || num > last) && check\_all)

printf("Возможно вы ошиблись при вводе?\nВведите число от %d до %d\nПовторите ввод: ", first,

last);

}

while (num < first || num > last || !check\_all);

return num;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция подменю удаления элементов

int deleteMenu(LIST\* list)

{

int Q;

if (!\*list)

return 1;

do

{

switch (Q = menus(2))

{

case 1:

if (!del(list, 0, 0))

messages(10);

else

messages(9);

break;

case 2:

if (!del(list, 1, 0))

messages(10);

else

messages(9);

break;

case 3:

if (count(\*list) > 1)

{

printf("Введите номер позиции карточки, которую следует удалить (от %d до %d): ", 2,

(count(\*list) > 2) ? count(\*list) - 1 : count(\*list));

if (!del(list, 2, enterNum(2, count(\*list))))

messages(10);

else

messages(9);

}

else

messages(13);

break;

case 4:

if (!del(list, 3, 0))

messages(3);

else

messages(9);

break;

}

}

while (Q != 5);

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция удаления n-го элемента в списке

int del(LIST \*list, int Key, int n) //Key: 0 - начало, 1 - конец, 2 - н-ый, 3 - весь список

{

if (!\*list)

return 1;

LIST temp;

switch (Key)

{

case 0:

if ((\*list)->next)

{

free((\*list)->Guitars.Name);

free((\*list)->Guitars.Wood.Deck);

free((\*list)->Guitars.Wood.Neck);

\*list = (\*list)->next;

free((\*list)->prev);

(\*list)->prev = NULL;

}

else

{

free((\*list)->Guitars.Name);

free((\*list)->Guitars.Wood.Deck);

free((\*list)->Guitars.Wood.Neck);

free(\*list);

\*list = NULL;

}

return 0;

break;

case 1:

temp = getElem(\*list, 1, 0);

if (!temp->prev)

\*list = NULL;

else

temp->prev->next = NULL;

free(temp->Guitars.Name);

free(temp->Guitars.Wood.Deck);

free(temp->Guitars.Wood.Neck);

free(temp);

return 0;

break;

case 2:

temp = getElem(\*list, 2, n);

temp->prev->next = temp->next;

temp->next->prev = temp->prev;

free(temp->Guitars.Name);

free(temp->Guitars.Wood.Deck);

free(temp->Guitars.Wood.Neck);

free(temp);

return 0;

break;

case 3:

for (; (\*list)->next; (\*list) = (\*list)->next, free((\*list)->prev->Guitars.Name),

free((\*list)->prev->Guitars.Wood.Deck), free((\*list)->prev->Guitars.Wood.Neck),

free((\*list)->prev));

free((\*list)->Guitars.Name);

free((\*list)->Guitars.Wood.Deck);

free((\*list)->Guitars.Wood.Neck);

free(\*list);

(\*list) = NULL;

return 0;

break;

}

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция подменю сортировки

int sortMenu(LIST \*list)

{

if (!\*list)

return 1;

int Q = menus(3);

if (Q == 6)

return 2;

else

\*list = sort(\*list, Q);

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция сортировки данных

LIST sort(LIST list, int Key)

{

LIST temp, sort = NULL, pFwd, pBwd;

bool check = true;

while (list)

{

temp = list;

list = list->next;

for (pFwd = sort, pBwd = NULL; pFwd && (Key == 1 && strcmp(pFwd->Guitars.Name,

temp->Guitars.Name)>0 || Key == 2 && temp->Guitars.Strings > pFwd->Guitars.Strings ||

Key == 3 && temp->Guitars.Year > pFwd->Guitars.Year || Key == 4 &&

strcmp(pFwd->Guitars.Wood.Neck, temp->Guitars.Wood.Neck)>0 ||

Key == 5 && strcmp(pFwd->Guitars.Wood.Deck, temp->Guitars.Wood.Deck)>0); pBwd = pFwd,

pFwd = pFwd->next);

if (!pBwd)

{

temp->next = sort;

sort = temp;

sort->prev = NULL;

check = false;

}

else

{

temp->next = pFwd;

pBwd->next = temp;

}

}

if (check)

return getElem(list, 0, 0);

for (list = sort, sort = sort->next; sort->next; sort->prev = list, list = list->next,

sort = sort->next);

return getElem(sort, 0, 0);

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция подменю обработки

LIST searchMenu(LIST list)

{

if (!list)

{

messages(9);

return NULL;

}

LIST New\_list = NULL;

const char\* str = NULL;

char\* tempstr = NULL;

int Q, temp=0, first=0, last=0;

system("cls");

switch (Q = menus(4))

{

case 1:

str = "названию";

break;

case 2:

first = 1;

last = 20;

str = "до какого количества струн";

break;

case 3:

first = 1899;

last = 2015;

str = "до какого года производства";

break;

case 4:

str = "дереву грифа";

break;

case 5:

str = "дереву корпуса";

break;

}

if (Q == 2 || Q == 3)

{

printf("Введите %s выводить результаты (от %d до %d): ", str, first, last);

temp = enterNum(first, last);

}

else

{

if (Q != 6)

{

printf("Введите по какому %s выводить результаты - ", str);

tempstr = enterWord();

}

}

if (Q!=6)

{

New\_list = search(list, Q, temp, tempstr);

if (New\_list)

messages(5);

else

messages(6);

}

return New\_list;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция поиска данных

LIST search(LIST list, int Key, int num, char\* str)

{

LIST search = NULL, temp = NULL;

for (; list; list = list->next)

if (Key == 1 && !strcmp(list->Guitars.Name, str) || Key == 2 && list->Guitars.Strings <= num ||

Key == 3 && list->Guitars.Year <= num || Key == 4 && !strcmp(list->Guitars.Wood.Neck, str)

|| Key == 5 && !strcmp(list->Guitars.Wood.Deck, str))

{

temp = (LIST) malloc(sizeof(sLIST));

temp->Guitars = list->Guitars;

search = addNth(search, temp, 0);

}

return search;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция ввода названия файла

char\* fileName(int Key)

{

system("cls");

char \*name;

switch (Key)

{

case 1:

puts("Задайте имя файла");

puts("Если такой файл не существует, он будет создан, иначе - перезаписан");

break;

case 2:

puts("!Если имеется исходная картотека, то элементы будут добавлены к ней");

puts("1 - Ввести название файла с клавиатуры");

puts("2 - Открыть демонстрационный вариант");

printf("Введите номер пункта - ");

if (!(enterNum(1, 2) - 1))

puts("Введите имя файла");

else

{

name = (char\*) malloc(6\*sizeof(char));

strcpy(name, "Guitars");

return name;

}

break;

}

printf("Имя файла - ");

name = enterWord();

return name;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция записи в файл

int recordFile(LIST list, const char\* name)

{

FILE\* file;

system("cls");

if (file = fopen(name, "w"))

{

fprintf(file, "%d\n", count(list));

while (list)

{

fprintf(file, "%s %d %d %s %s\n", list->Guitars.Name, list->Guitars.Strings,

list->Guitars.Year, list->Guitars.Wood.Neck, list->Guitars.Wood.Deck);

list = list->next;

}

fclose(file);

return 0;

}

else

return 1;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция чтения файла

int readFile(LIST \*list, const char\* name)

{

LIST temp;

FILE\* file;

char tempChar;

int a=1;

system("cls");

if (!(file = fopen(name, "r")))

return 1; //Файла не существует

fseek(file, 0, SEEK\_END);

if (!ftell(file))

return 2; //Файл пустой

rewind(file);

int Count, i;

fscanf(file, "%d", &Count);

fgetc(file);

temp = (LIST) malloc(sizeof(sLIST));

while (Count)

{

temp = (LIST) malloc(sizeof(sLIST));

temp->Guitars.Name = NULL;

for (i = 0, tempChar = fgetc(file); tempChar != ' '; tempChar = fgetc(file), i++)

{

temp->Guitars.Name = (char\*) realloc(temp->Guitars.Name, (i + 1)\*sizeof(char));

temp->Guitars.Name[i] = tempChar;

}

temp->Guitars.Name[i] = '\0';

fscanf(file, "%d", &(temp->Guitars.Strings));

fgetc(file);

fscanf(file, "%d", &(temp->Guitars.Year));

fgetc(file);

temp->Guitars.Wood.Neck = NULL;

for (i = 0, tempChar = fgetc(file); tempChar != ' '; tempChar = fgetc(file), i++)

{

temp->Guitars.Wood.Neck = (char\*) realloc (temp->Guitars.Wood.Neck, (i + 1)\*sizeof(char));

temp->Guitars.Wood.Neck[i] = tempChar;

}

temp->Guitars.Wood.Neck[i] = '\0';

temp->Guitars.Wood.Deck = NULL;

for (i = 0, tempChar = fgetc(file); tempChar != '\n'; tempChar = fgetc(file), i++)

{

temp->Guitars.Wood.Deck = (char\*) realloc(temp->Guitars.Wood.Deck, (i + 1)\*sizeof(char));

temp->Guitars.Wood.Deck[i] = tempChar;

}

temp->Guitars.Wood.Deck[i] = '\0';

if (!\*list)

\*list = addNth(\*list, temp, 0);

else

\*list = addNth(\*list, temp, count(\*list));

Count--;

}

fclose(file);

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция подменю вывода

int outputMenu(LIST list)

{

if (list)

{

switch (menus(5))

{

case 1:

system("cls");

puts("Список с начала или с конца?");

puts("1 - С начала");

puts("2 - С конца");

printf("Введите номер пункта (от %d до %d): ", 1, 2);

if(outputList(list, enterNum(1, 2) - 1))

messages(9);

break;

case 2:

if (!recordFile(list, fileName(1)))

messages(14);

else

messages(18);

break;

}

}

else

messages(9);

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция вывода данных

int outputList(LIST list, int Key) //Key: 0 - с начала, 1 - с конца

{

if(!list)

return 1;

system("mode con cols=85 lines=47");

if (Key)

list = getElem(list, 1, 0);

system("cls");

int i = 1;

printf("=====================================================================================");

printf("%2s | %12s | %18s | %14s | %17s\n", " ", " ", " ", "Количество ", "Дерево:");

printf("%2s | %12s | %18s | %14s | %s\n","№", "Название ", "Год производства ", "струн ",

"\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_");

printf("%2s | %12s | %18s | %14s | %11s | %6s\n", " ", " ", " ", " ", "Корпус ", "Гриф");

printf("=====================================================================================");

while (list)

{

printf("%2d | %12s | %18d | %14d | %11s | %6s ", i, list->Guitars.Name, list->Guitars.Year,

list->Guitars.Strings, list->Guitars.Wood.Deck, list->Guitars.Wood.Neck);

printf("\n=====================================================================================");

if (list->prev && Key || list->next && !Key)

printf("Для вывода следующего элемента нажмите любую клавишу, для выхода нажмите Esc\r");

else

puts("Для завершения просмотра нажмите Esc");

if (\_getch() == 27)

return 0;

list = (Key) ? list->prev : list->next;

i++;

}

do

{

}

while (\_getch() != 27);

system("mode con cols=80 lines=20");

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция нахождения последнего элемента

LIST getElem(LIST list, int Key, int n) //Key: 0 - начало, 1 - конец, 2 - n-ый

{

for (; list->prev && Key == 0; list = list->prev);

for (; list->next && Key == 1; list = list->next);

for (int i = 1; i < n && list->next && Key == 2; i++, list = list->next);

return list;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция подсчёта количества элементов

int count(LIST list)

{

int Count;

for (Count = 0; list; list = list->next, Count++);

return Count;

} {

temp = (LIST) malloc(sizeof(sLIST));

temp->Guitars = list->Guitars;

search = addNth(search, temp, 0);

}

return search;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция ввода названия файла

char\* fileName(int Key)

{

system("cls");

char \*name;

switch (Key)

{

case 1:

puts("Задайте имя файла");

puts("Если такой файл не существует, он будет создан, иначе - перезаписан");

break;

case 2:

puts("1 - Ввести название файла с клавиатуры");

puts("2 - Открыть демонстрационный вариант");

printf(“Введите номер пункта - ”);

if (!(enterNum(1,2)-1))

puts("Введите имя файла");

else

{

name = (char\*) malloc(6\*sizeof(char));

strcpy(name, "Guitars");

return name;

}

break;

}

printf("Имя файла - ");

name = enterWord();

return name;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция записи в файл

int recordFile(LIST list, const char\* name)

{

FILE\* file;

system("cls");

if (file = fopen(name, "w"))

{

fprintf(file, "%d\n", count(list));

while (list)

{

fprintf(file, "%s %d %d %s %s\n", list->Guitars.Name, list->Guitars.Strings,

list->Guitars.Year, list->Guitars.Wood.Neck, list->Guitars.Wood.Deck);

list = list->next;

}

fclose(file);

return 0;

}

else

return 1;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция чтения файла

int readFile(LIST \*list, const char\* name)

{

LIST temp;

FILE\* file;

char tempChar;

system("cls");

if (!(file = fopen(name, "r")))

return 1; //Файла не существует

fseek(file, 0, SEEK\_END);

if (!ftell(file))

return 2; //Файл пустой

rewind(file);

int Count, i;

fscanf(file, "%d", &Count);

fgetc(file);

temp = (LIST) malloc(sizeof(sLIST));

while (Count)

{

temp = (LIST) malloc(sizeof(sLIST));

temp->Guitars.Name = NULL;

for (i = 0, tempChar = fgetc(file); tempChar != ' '; tempChar = fgetc(file), i++)

{

temp->Guitars.Name = (char\*) realloc(temp->Guitars.Name, (i + 1)\*sizeof(char));

temp->Guitars.Name[i] = tempChar;

}

temp->Guitars.Name[i] = '\0';

fscanf(file, "%d", &(temp->Guitars.Strings));

fgetc(file);

fscanf(file, "%d", &(temp->Guitars.Year));

fgetc(file);

temp->Guitars.Wood.Neck = NULL;

for (i = 0, tempChar = fgetc(file); tempChar != ' '; tempChar = fgetc(file), i++)

{

temp->Guitars.Wood.Neck = (char\*) realloc (temp->Guitars.Wood.Neck, (i + 1)\*sizeof(char));

temp->Guitars.Wood.Neck[i] = tempChar;

}

temp->Guitars.Wood.Neck[i] = '\0';

temp->Guitars.Wood.Deck = NULL;

for (i = 0, tempChar = fgetc(file); tempChar != '\n'; tempChar = fgetc(file), i++)

{

temp->Guitars.Wood.Deck = (char\*) realloc(temp->Guitars.Wood.Deck, (i + 1)\*sizeof(char));

temp->Guitars.Wood.Deck[i] = tempChar;

}

temp->Guitars.Wood.Deck[i] = '\0';

if (!\*list)

\*list = addNth(\*list, temp, 0);

else

\*list = addNth(\*list, temp, count(\*list));

Count--;

}

fclose(file);

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция подменю вывода

int outputMenu(LIST list)

{

if (list)

{

switch (menus(5))

{

case 1:

system("cls");

puts("Список с начала или с конца?");

puts("1 - С начала");

puts("2 - С конца");

printf("Введите номер пункта (от %d до %d): ", 1, 2);

if(outputList(list, enterNum(1, 2) - 1))

messages(9);

break;

case 2:

if (!recordFile(list, fileName(1)))

messages(14);

else

messages(18);

break;

}

}

else

messages(9);

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция вывода данных

int outputList(LIST list, int Key) //Key: 0 - с начала, 1 - с конца

{

if(!list)

return 1;

system("mode con cols=85 lines=47");

if (Key)

list = getElem(list, 1, 0);

system("cls");

int i=1;

printf("=====================================================================================");

printf("%2s | %12s | %18s | %14s | %17s\n", " ", " ", " ", "Количество ", "Дерево:");

printf("%2s | %12s | %18s | %14s | %s\n","№", "Название ", "Год производства ", "струн ",

"\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_");

printf("%2s | %12s | %18s | %14s | %11s | %6s\n", " ", " ", " ", " ", "Корпус ", "Гриф");

printf("=====================================================================================");

while (list)

{

printf("%2d | %12s | %18d | %14d | %11s | %6s ", i, list->Guitars.Name, list->Guitars.Year,

list->Guitars.Strings, list->Guitars.Wood.Deck, list->Guitars.Wood.Neck);

printf("\n=====================================================================================");

if (list->prev && Key || list->next && !Key)

printf("Для вывода следующего элемента нажмите любую клавишу\r");

else

puts("Для завершения просмотра нажмите любую клавишу");

\_getch();

list = (Key) ? list->prev : list->next;

i++;

}

system("mode con cols=80 lines=20");

return 0;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция нахождения последнего элемента

LIST getElem(LIST list, int Key, int n) //Key: 0 - начало, 1 - конец, 2 - n-ый

{

for (; list->prev && Key == 0; list = list->prev);

for (; list->next && Key == 1; list = list->next);

for (int i = 1; i < n && list->next && Key == 2; i++, list = list->next);

return list;

}

//\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

//Функция подсчёта количества элементов

int count(LIST list)

{

int Count;

for (Count = 0; list; list = list->next, Count++);

return Count;

}

1. **Инструкция пользователю**

* Для вызова справки необходимо выбрать 0-ой пункт меню.

Для входа в подменю добавления карточек необходимо выбрать 1-ый пункт меню.

- Для добавления карточки на соответствующую позицию, выберите требуемый пункт подменю и следуйте подсказкам ввода.

- Для добавления элементов из файла сохранённого на жёстком диске, выберите 4 - ый пункт подменю.

- Для возврата в главное меню необходимо выбрать 5-ый пункт подменю.

Для входа в подменю редакции карточки необходимо выбрать 2-ой пункт меню.

- Для того чтобы посмотреть под каким номером находится карточка выберите 1 - ый пункт подменю.

- Для изменения соответствующего информационного поля n - ой карточки выберите требуемый пункт меню и следуйте подсказкам ввода.

- Для возврата в главное меню выберите 7-ой пункт меню.

* Для входа в подменю удаления карточки необходимо выбрать 3-ий пункт меню.

- Для удаления карточки по соответствующей позиции, выберите требуемый пункт подменю.

- Для удаления всей картотеки, выберите 4 - ый подменю.

- Для возврата в главное меню выберите 5-ый пункт подменю.

* Для входа в подменю вывода картотеки списка необходимо выбрать 4-ый пункт меню.

- Программа предложит выбрать, для какой картотеки выполнить вывод, введите «1» для вывода исходной или «2» для вывода сформированной.

- Для вывода выбранной картотеки на экран выберите 1 - ый пункт подменю.

- Для сохранения картотеки в файл выберите 2 - ой пункт подменю и следуйте подсказкам.

- Для возврата в главное меню выберите 3-ий пункт подменю.

* Для входа в подменю поиска карточек необходимо выбрать 5-ый пункт меню.

- Для поиска карточек по параметру, выберите требуемый пункт подменю и следуйте подсказкам.

- Для возврата в главное меню выберите 6-ой пункт подменю.

* Для входа в подменю сортировки картотеки необходимо выбрать 6-ой пункт меню.

- Программа предложит выбрать, для какой картотеки выполнить вывод, введите «1» для вывода исходной или «2» для вывода сформированной.

- Для сортировки картотеки по параметру, выберите требуемый пункт подменю.

- Для возврата в главное меню выберите 6-ой пункт подменю.

* Для выхода из программы необходимо выбрать 7-ой пункт меню.

1. **Набор тестов**

Проверка программы выполняется с помощью тестов. Тестирование – проверка определённой части программы, сравнение результатов выданных программой для специально выбранных исходных данных, с ожидаемыми результатами.

Тест 1. Проверка правильности работы всей программы.

- Вводим контрольные примеры из рисунка 1, и получаем результаты, совпадающие с ожидаемыми значениями из рисунка.

Тест 2. Проверка правильности работы функции добавления.

- Пытаемся добавить элемент в конец списка, не добавив первый элемент, получаем сообщение о том, что список пуст.

- Пытаемся добавить элемент на n-ую позицию, не добавив первый элемент, получаем сообщение о том, что список пуст.

- Пытаемся добавить элемент на 7-ую позицию, добавив только один элемент, получаем сообщение об ошибке с подсказкой.

- Пытаемся добавить элемент на 5-ую позицию, добавив только 3 элемента, получаем сообщение об ошибке с подсказкой, сколько всего элементов в списке.

Тест 3. Проверка правильности работы функции редактирования.

- Пытаемся войти в подменю редактирования, не добавив ни один элемент, получаем сообщение о том, что список пуст.

- Пытаемся отредактировать название 5-ого элемента в списке из 3-х элементов, получаем сообщение об ошибке с подсказкой, сколько всего элементов в списке.

Тест 4. Проверка правильности работы функции удаления.

- Пытаемся удалить первый элемент из пустого списка, получаем сообщение о том, что список пуст.

- Пытаемся удалить последний элемент из пустого списка, получаем сообщение о том, что список пуст.

- Пытаемся удалить 7-ой элемент из пустого списка, получаем сообщение об ошибке с подсказкой.

- Пытаемся очистить пустой список, получаем сообщение об ошибке с подсказкой.

- Пытаемся удалить 7-ой элемент из списка, состоящего из 4-х элементов, получаем сообщение об ошибке с подсказкой.

Тест 5. Проверка правильности работы функции вывода.

- Пытаемся вывести элементы исходного списка на экран, выбираем исходный список, не добавив ни одного элемента, получаем сообщение о том, что список пуст.

- Пытаемся вывести элементы исходного списка на экран, выбираем исходный список, не добавив ни одного элемента, получаем сообщение о том, что список пуст.

- Пытаемся вывести элементы сформированного списка на экран, выбираем сформированный список, не выполнив поиск, получаем сообщение о том, что список пуст.

Тест 6.Проверка правильности работы функций отвечающих за работу с файлами.

- Пытаемся открыть несуществующий файл, получаем соответствующую ошибку.

- Пытаемся открыть пустой файл, получаем соответствующе сообщение об ошибке.

Тест 7. Проверка правильности работы функции ввода целочисленных значений в диапазоне.

- Пытаемся ввести числовые значения, которые выходят за пределы заданного диапазона, получаем сообщение об ошибке с подсказкой.

- Пытаемся ввести в поле для числа - слово, получаем соответствующее сообщение об ошибке.

- Пытаемся ввести дробное значение числа, получаем сообщение об ошибке.

Тест 8. Проверка правильности работы функции ввода слова длины 10.

- Пытаемся ввести строку с 11 символами, получаем соответствующее сообщение об ошибке.

- Пытаемся ввести строку с пробелом, получаем сообщение об ошибке.

- Пытаемся оставить поле пустым, получаем сообщение об ошибке.

1. **Результаты решения задачи**

При выполнении программы были получены результаты, совпадающие со значениями, приведенными на рисунке 1. Также были проведены тесты из п. набор тестов. Ошибок не обнаружено.

**Вывод**

При выполнении курсовой работы были получены практические навыки работы с электронной картотекой на языке программирования «C\C++».